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Abstract

Fine-tuning large language models is becom-
ing ever more impractical due to their rapidly-
growing scale. This motivates the use of
parameter-efficient adaptation methods such
as prompt tuning (PT), which adds a small
number of tunable embeddings to an otherwise
frozen model, and in-context learning (ICL),
in which demonstrations of the task are pro-
vided to the model in natural language with-
out any additional training. Recently, Singhal
et al. (2022) propose “instruction prompt tun-
ing” (IPT), which combines PT with ICL by
concatenating a natural language demonstra-
tion with learned prompt embeddings. While
all of these methods have proven effective on
different tasks, how they interact with each
other remains unexplored. In this paper, we
empirically study when and how in-context ex-
amples improve prompt tuning by measuring
the effectiveness of ICL, PT, and IPT on five
text generation tasks with multiple base lan-
guage models. We observe that (1) IPT does
not always outperform PT, and in fact requires
the in-context demonstration to be semantically
similar to the test input to yield improvements;
(2) PT is unstable and exhibits high variance,
but combining PT and ICL (into IPT) consis-
tently reduces variance across all five tasks; and
(3) prompts learned for a specific source task
via PT exhibit positive transfer when paired
with in-context examples of a different target
task. Our results offer actionable insights on
choosing a suitable parameter-efficient adapta-
tion method for a given task.

1 Introduction

As large language models (LLMs) continue to grow
in scale (Brown et al., 2020; Chowdhery et al.,
2022), it is quickly becoming infeasible to fine-tune
all of their parameters to solve a new task. As such,
developing methods that efficiently adapt LLMs to
downstream tasks is critical. In this paper, we study
the relationship between three such methods:
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Figure 1: An illustration of instruction prompt tuning
(IPT). Soft tunable prompt embeddings are prepended
to a retrieved in-context demonstration, which is fol-
lowed by the training example. In this paper, we study
the mutual effect of the soft prompts and the discrete
demonstrations in instruction prompt tuning.

• In-context learning (ICL): The simplest
method is to leverage in-context learning, in
which LLMs are prompted with instructions
or demonstrations to solve a new task without
any additional training (Brown et al., 2020).
ICL can be further improved by dynamically
retrieving demonstrations that are similar to
a particular test input, rather than choosing
demonstrations at random (Liu et al., 2022b).
However, it still struggles on complex and out-
of-domain downstream tasks (An et al., 2022;
Liu et al., 2022a).

• Prompt tuning (PT): The limitations of ICL
beg the question of whether a small amount of
training can help. In prompt tuning, the vast
majority of the LLM is kept frozen while a
small number of new tunable embeddings are
concatenated to every test input (Lester et al.,
2021). While PT generally outperforms ICL,
it is unstable and difficult to optimize (Ding



et al., 2022).

• Instruction prompt tuning (IPT): More re-
cently, Singhal et al. (2022) combine ICL and
PT into instruction prompt tuning, which con-
catenates retrieved in-context demonstrations
with tunable prompt embeddings, and they
show its effectiveness at adapting LLMs to
the medical domain.

Little is known about the conditions in which
any of these methods outperforms the other; more
generally, the mutual effect of in-context learn-
ing and prompt tuning remains understudied. We
shed light on these questions by comparing ICL,
PT, and IPT across five text generation tasks us-
ing three base LMs of comparable size (BLOOM
1.1B, OPT 1.3B, and GPT2 XL 1.5B). We focus
mainly on out-of-distribution tasks that challenge
the limits of parameter-efficient adaptation meth-
ods, including ToTTo (Parikh et al., 2020) and
DART (Nan et al., 2021) for data-to-text gener-
ation, Logic2Text (Chen et al., 2020) for logic-to-
text generation, and Spider (Yu et al., 2018) and
MTOP (Li et al., 2021) for semantic parsing.

We summarize our findings as follows:

• Both PT and IPT consistently outperform ICL
across all five tasks. This result demonstrates
the value of training at least a small set of
parameters for out-of-domain tasks.

• That said, there is no clear winner between PT
and IPT, as performance is highly dependent
on the task and experimental configuration
(e.g., number of tunable embeddings).

• IPT outperforms PT on examples for which
the in-context demonstration is highly simi-
lar to the test input. The most striking case
of this is ToTTo, where IPT is significantly
better than PT; we attribute this result to over-
lapping train/test tables in the dataset as well
as formulaic output.

• PT exhibits high variance, especially when
there are more tunable parameters. IPT re-
duces variance, and its performance is less
dependent on the number of prompt embed-
dings than PT.

• While prompt embeddings learned via PT can-
not be directly transferred to unseen tasks,
we discover that they are transferable to new

tasks given in-context demonstrations, and
that combining source task prompts with tar-
get task demonstrations outperforms ICL in
this transfer setting.

2 Background

Parameter-efficient fine-tuning methods (Houlsby
et al., 2019; Karimi Mahabadi et al., 2021; Ben Za-
ken et al., 2022) specialize LLMs to a target task
while keeping most of their parameters frozen
and adjusting just a small number of task-specific
parameters. Since full-model fine-tuning is pro-
hibitively expensive on consumer-grade hardware
for most LLMs, such methods increase the accessi-
bility of LLM research and deployment. Here, we
give a more formal specification of the parameter-
efficient tuning methods that we experiment with
in this paper.

In-context learning: Brown et al. (2020) show
that their 175B-parameter GPT-3 model is capa-
ble of solving unseen tasks by leveraging informa-
tion from in-context instructions (zero-shot) and/or
demonstrations (few-shot). Inserting k in-context
input-output pairs [Xicl; Yicl] before the test input
significantly improves the performance of solving
a target task:

InputICL = concat
(
[Xicl; Yicl]

k
1; Xtest

)
Recent studies propose approaches that discover
better in-context demonstrations by retrieving ex-
amples semantically similar to each test input (Liu
et al., 2022b), as well as eliciting chain-of-thought
reasoning (Wei et al., 2022) and breaking tasks into
sub-problems with least-to-most prompting (Zhou
et al., 2022).

Prompt tuning: In-context learning struggles on
out-of-domain tasks, which motivates alternate ap-
proaches that tune a small fraction of the LLM’s
parameters (Ding et al., 2022). In this paper, we fo-
cus on prompt tuning (Lester et al., 2021; Liu et al.,
2021), which prepends soft tunable prompt embed-
dings to the input tokens Xtest. Since it only modi-
fies the input to the LLM, it is easy to implement
and, unlike adapter-based approaches (Bapna and
Firat, 2019), does not change the internal model
structure. Formally, let E = {e1, . . . , ek} be a se-
quence of new tunable prompt embeddings, while
X = {x1, . . . ,xm} and Y = {y1, . . . ,yn} de-
note the token embeddings of the input and output
of an example, respectively. Then, the input to



#Train #Test Avg. len
XPT

Avg. len
XIPT

ToTTo 120,761 7,700 95 202
DART 62,659 5,097 41 106
Spider 7,000 1,034 109 244
MTOP 15,667 2,235 680 1,390
Logic2Text 8,566 1,095 56 136

Table 1: Dataset statistics. We provide the average
length of each example for both prompt tuning and in-
struction prompt tuning. IPT has a longer input length
on average because one retrieved demonstration is in-
cluded with the soft prompt and the test input.1

prompt tuning at inference time can be expressed
as

InputPT = concat
(
E; Xtest

)
.

Since prompt tuning requires training the tunable
embeddings E, we require access to a training set
Xtrain for the target task, unlike with in-context
learning. While training E, we feed Xtrain to the
LLM as input, and the loss is computed over corre-
sponding output tokens Ytrain that follows Xtrain.

Instruction Prompt Tuning. More recently,
Singhal et al. (2022) proposes instruction prompt
tuning, which concatenates the soft prompts with
hard in-context demonstrations. Using the notation
from above, the input of IPT is:

InputIPT = concat
(
E; [Xicl; Yicl]

k
1; Xtest

)
.

Note that in our experiments, the prompt embed-
dings E are trained specifically for a single down-
stream task, whereas Singhal et al. (2022) share
them across multiple tasks in the medical domain.
Also, this kind of hybrid of soft and hard prompt
tokens has been previously employed by Gu et al.
(2022) and Han et al. (2021). Instruction prompt
tuning resembles MetaICL (Min et al., 2022b) and
in-context tuning (Chen et al., 2022) in that in-
context demonstrations are part of the input during
training; however, IPT tunes just the prompt em-
beddings rather than the full model.

3 Experimental setup

How can a soft prompt benefit from the added infor-
mation provided by a retrieved in-context demon-
stration? To answer this question, we run experi-
ments comparing the performance of ICL, PT, and

1Due to the longer input length, we notice IPT takes
longer to train than PT.

IPT across a variety of different tasks, configura-
tions, and base language models. While past re-
search into prompt tuning has mostly focused on
natural language understanding tasks (Lester et al.,
2021; Vu et al., 2022b), we focus on language gen-
eration tasks in this paper, with a specific focus on
tasks where either the input or output is (relatively)
out-of-domain for the pretrained LLM.

Datasets: We explore three kinds of tasks: data-
to-text generation, logic-to-text generation, and se-
mantic parsing. In data-to-text generation, the in-
put is of structured data, either expressed as sets
of triplets as in DART (Nan et al., 2021) or as
linearized table strings as in ToTTo (Parikh et al.,
2020). The output of both tasks are short sentences
describing the data or table, which is evaluated
with BLEU (Papineni et al., 2002). For seman-
tic parsing, in which a natural language utterance
is mapped to a logical form, we evaluate on Spi-
der (Yu et al., 2018) and MTOP (Li et al., 2021)
and report exact match accuracy. Finally, in the
Logic2Text logic-to-text task (Chen et al., 2020),
we use the metric BLEC to be consistent with other
works (Xie et al., 2022).2 More details about each
dataset are presented in Table 1.

Models: We experiment with the BLOOM-
1.1B3, OPT-1.3b4, and GPT-2-XL-1.5B5 models
on all our tasks. For our fine-grained analysis, we
focus on the BLOOM checkpoint, which has 24
Transformer layers, an embedding dimensionality
of 1536, and 16 attention heads, and is trained on
multilingual text as well as programming language
corpora.6 For stabler and faster prompt tuning con-
vergence, we employ the reparameterization trick
introduced by Li and Liang (2021) by adding two
feed-forward layers atop the initial prompt embed-
dings; the transformed prompt embeddings are then
fed as input to the model.7 For both PT and IPT,

2For Spider, MTOP, and Logic2Text, we include
knowledge information, such as linearized table schema,
before the textual input. We use the processed data
in https://github.com/HKUNLP/UnifiedSKG. For ToTTo, we
use the processed data provided by Liu et al. (2022b).

3https://huggingface.co/bigscience/
bloom-1b1

4https://huggingface.co/facebook/
opt-1.3b

5https://huggingface.co/gpt2-xl
6https://huggingface.co/spaces/

bigscience/BigScienceCorpus
7Unlike Liu et al. (2022c), we modify only the input

layer of the language model instead of every layer. A similar
approach is also used by An et al. (2022).

https://github.com/HKUNLP/UnifiedSKG
https://huggingface.co/bigscience/bloom-1b1
https://huggingface.co/bigscience/bloom-1b1
https://huggingface.co/facebook/opt-1.3b
https://huggingface.co/facebook/opt-1.3b
https://huggingface.co/gpt2-xl
https://huggingface.co/spaces/bigscience/BigScienceCorpus
https://huggingface.co/spaces/bigscience/BigScienceCorpus


ToTTo
(BLEU)

Dart
(BLEU)

Spider
(Exact Match)

Mtop
(Exact Match)

Logic2text
(BLEC)

BLOOM-1.1B
random one-shot ICL 5.8 8.3 0.4 0.0 37.6
retrieved one-shot ICL 35.1 23.9 3.9 18.5 70.1
retrieve three-shot ICL 41.3 29.7 5.0 12.7 71.0

BLOOM-1.1B
Prompt Tuning 36.3±0.3 41.2±0.9 35.5±1.6 25.2±16.4 87.6±1.5

Instruction Prompt Tuning 47.1±0.2 41.4±0.1 33.2±1.1 62.6±0.7 86.4±1.1

OPT-1.3B
Prompt Tuning 38.5±1.0 44.5±0.2 14.4±2.3 6.4±6.5 80.6±3.7

Instruction Prompt Tuning 46.3±0.9 42.9±0.4 14.2±2.1 10.4±6.5 84.6±1.0

GPT-2-XL-1.5B
Prompt Tuning 37.3±0.2 43.5±0.2 27.0±2.1 41.4±5.6 87.2±1.6

Instruction Prompt Tuning 48.0±0.0 42.1±0.2 23.0±0.1 19.8±14.9 85.8±1.5

Table 2: Providing a retrieved in-context demonstration significantly outperforms a random in-context training
demonstration, although both PT and IPT generally outperform ICL. Here, we only report the performance of
PT and IPT with 25 tunable prompt embeddings. Tuning the number of prompt embeddings further improves
performance for both methods, as shown in Figure 3.
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Figure 2: IPT performs better than PT on examples for which the input of retrieved in-context demonstration is very
similar to the test input. However, IPT degrades quickly as the retrieved demonstration becomes less similar, and for
both DART and MTOP it underperforms PT on out-of-distribution test inputs. Over 85% of test inputs in ToTTo
have highly-similar training examples, which is an explanation for IPT’s significantly higher performance on ToTTo.

we randomly initialize all prompt embeddings, use
a batch size of 8, and evaluate the best checkpoint
selected by dev loss after training for 5 epochs
with the AdamW optimizer (Loshchilov and Hut-
ter, 2019). The learning rate and weight decay for
each task are provided in Appendix A. For each
configuration, we report the averaged performance
over three runs.

In-context demonstration retrieval. Follow-
ing Liu et al. (2022b), we use dense retrieval to
select good in-context examples for instruction
prompt tuning. We encode the input of each ex-

ample with a large language model8 and extract
the last token representation as the dense repre-
sentation for the encoded sequence. We then
use FAISS (Johnson et al., 2019)9 to retrieve the
nearest-neighbor training example as an in-context
demonstration.10

8We use GPT-neo-1.3b https://huggingface.
co/EleutherAI/gpt-neo-1.3B in our experiment.

9 https://github.com/facebookresearch/
faiss

10To avoid the order of in-context examples (Liu et al.,
2022b) complicating the experiments, we only provide one
in-context demonstration per example. More details about
retrieving examples for DART are included in Appendix B.

https://huggingface.co/EleutherAI/gpt-neo-1.3B
https://huggingface.co/EleutherAI/gpt-neo-1.3B
https://github.com/facebookresearch/faiss
https://github.com/facebookresearch/faiss
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Figure 3: Comparing the performance of prompt tuning, instruction prompt tuning, and in-context learning, where
the latter two methods are provided with one retrieved in-context demonstration, on five language generation tasks
varying the number of soft prompt tokens. The best PT and IPT configurations always outperform ICL. PT exhibits
increasing variance as the number of tunable parameters increases, whereas IPT is relatively more stable. IPT is less
sensitive overall to the number of prompt tokens, which makes it preferable in situations where hyperparameter
tuning is computationally expensive.

4 Analysis

Table 2 shows that both PT and IPT (with 25 soft
prompt tokens each) significantly outperform ICL
with randomly retrieved in-context demonstration
on all five tasks, which supports conclusions drawn
from prior studies on prompt tuning. The perfor-
mance of ICL can be further improved by having
“good” retrieved in-context demonstrations, how-
ever it still lags behind PT and IPT on most tasks.
On the other hand, there is no such clear trend in
the relative performance of PT and IPT, other than
on the ToTTo dataset, where IPT is a clear winner.
We discover that the in-context demonstration in-
cluded in IPT is helpful when the test input and the
demonstration are semantically similar; if they are
too different, then the demonstration can actually
hurt. We also find that IPT consistently reduces
variance across all tasks, indicating that the addi-
tional in-context example improves the stability of
prompt tuning. Finally, we experiment with the
transferability of soft prompts trained on a source
task and then used for a different target task. We
observe improvements over ICL when concatenat-
ing an in-context demonstration of the target task
with a soft prompt trained on a different source
task.

In-context learning underperforms prompt
tuning: In line with experiments from prior
work (Liu et al., 2022a), we observe that ICL per-
forms consistently worse than PT and IPT, even
when using retrieved demonstrations instead of ran-
dom demonstrations. This result shows the value
of training a small number of new parameters to
specialize a language model to the target task, espe-
cially for out-of-distribution generation. The lone
exception is ToTTo, for which ICL is competitive

with PT; we discuss reasons for this and the im-
provements from IPT later in this section.

No clear winner between PT and IPT: Despite
receiving additional signal from the retrieved in-
context demonstration, IPT does not consistently
outperform PT. Our results in Table 2, also visu-
alized for the BLOOM-1.1B model in Figure 3,
show that IPT is in fact worse on several task and
model configurations. The relative performance of
these two methods highly depends on the task and
the number of tunable parameters. For instance,
IPT performs better than PT with OPT-1.3B on
Logic2Text (84.6 vs. 80.6), whereas it is worse
than PT if use GPT-2-XL as the base model (85.8
vs. 87.2).

IPT helps when the in-context demonstration
is similar to the test input: Clearly in-context
demonstrations can work synergistically with soft
prompts in some cases (e.g., on ToTTo), so under
what conditions does this happen? To understand
the effect of in-context demonstrations in IPT, we
divide each test set into multiple bins based on the
semantic similarity between the input of in-context
example and the input of test example, and we eval-
uate model performance on each bin. More specif-
ically, we encode the input of each example with
large pre-trained LM by extracting the last token
representation, and measure the similarity in latent
space, which is also used for ICL demonstration re-
trieval as described in section 3. As shown for three
different datasets in Figure 2, the performance11

of both PT and IPT decreases as the similarity of
11In Figure 2, we select two task and model configurations

on which IPT and PT achieve almost identical average per-
formance (DART with 25 prompt tokens, and MTOP with
100 prompt tokens) while having the same number of tunable
parameters.



Input Output

Retrieved

<page_title>List of Governors of South Carolina
<section_title>Governors under the Constitution of 1868
<table><cell>80 <col_header># <col_header>74 <col_header>75
<col_header>76 <col_header>77 <col_header>78 <col_header>79
<cell>Johnson Hagood <col_header>Governor
<row_header>80 </row_header><cell>November 30, 1880
<col_header>Took Office <row_header>80 </row_header>
<cell>December 1, 1882 <col_header>Left Office <row_header>80 </row_header>

Johnson Hagood was
the 80th Governor of
South Carolina from 1880 to 1882.

Test

<page_title>List of Governors of South Carolina
<section_title>Governors under the Constitution of 1868
<table><cell>76 <col_header># <col_header>74
<col_header>75 <cell>Daniel Henry Chamberlain
<col_header>Governor <row_header>76 </row_header>
<cell>December 1, 1874 <col_header>Took Office
<row_header>76 </row_header>

Daniel Henry Chamberlain was
the 76th Governor of
South Carolina from 1874.

Table 3: An example from ToTTo dev set and its corresponding top retrieved in-context example. IPT and in-context
learning have a significant advantage over PT due to the presence of the in-context demonstration, which has high
word overlap and follows the same template as the test output.

the retrieved in-context example input to the test
input decreases. IPT outperforms PT when it is
possible to retrieve highly-similar in-context ex-
amples (left-most bin of each plot). However, the
performance of IPT degrades considerably as the
in-context example becomes less similar, and PT
outperforms IPT on both DART and MTOP on the
most out-of-distribution examples (right-most bin).
These results suggest that low-quality in-context
examples can confuse the base LM, which moti-
vates future work on dynamic methods that choose
whether or not to include an in-context example
based on thresholded similarity to the test input.

Overlap in ToTTo inflates IPT performance:
IPT significantly outperforms PT on ToTTo (e.g.,
48.0 vs. 37.3 with GPT-2-XL) as shown in both
Table 2 and Figure 3. We attribute this gap to sub-
stantial overlap between training and testing tables,
along with very formulaic outputs. Table 3 contains
an example where the train and test input belong
to the same parent page, and the output format is
identical; all that is needed is to copy the training
output and edit the named entities and numerics
according to the table. This gives IPT a big advan-
tage: as shown in the right-most plot of Figure 2,
IPT outperforms PT when the in-context demon-
stration is very similar to the evaluated input, which
constitutes over 85% of total evaluation examples
in ToTTo. On the other hand, when the in-context
examples become less similar to the test input, PT
and IPT achieve similar performance. As the large
improvement on ToTTo comes mostly from these
“easy” examples, we encourage future research in
this domain to also evaluate on “harder” subsets
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Figure 4: Cross-task evaluation of prompt tuning with
(right) and without (left) a target in-context example..
Numbers better than the corresponding ICL baseline
for the target task are bolded. Pairing source task em-
beddings with target task in-context demonstrations in-
creases task transfer.

where there is no table overlap, and also consider
other more complex datasets, such as Spider and
DART.

IPT is more stable than PT with more soft
prompt tokens: The number of soft prompt to-
kens in PT is an important hyperparameters: while
more prompt tokens may endow the model with
increased capacity to adapt to downstream tasks,
it also becomes harder to optimize. As shown in
Figure 3, average PT performance first increases
and then decreases as the number of prompt tokens
increases from 1 to 150. However, the variance of
PT consistently increases as the number of prompt
tokens increases12. On the other hand, the discrete

12The high variance of PT is also observed in prior
works (Min et al., 2022a; Vu et al., 2022b,a)



in-context example in IPT improves the method’s
stability with more prompt tokens, and IPT also
reaches its best performance with more soft prompt
tokens than PT. We conjecture that additional pa-
rameters (i.e., soft prompt tokens) are necessary to
learn how to integrate the dynamically-retrieved in-
context demonstrations. Overall, IPT’s improved
stability is a clear positive especially when apply-
ing parameter-efficient tuning methods to large
LMs, where hyperparameter selection can be com-
putationally infeasible.

Prompt embeddings are transferable to new
tasks provided with in-context demonstrations
Adaptation methods that require training, such as
PT or IPT, still require a large amount of labeled
data for the target task, which is not available
in low-resource settings. Thus, we measure how
much soft prompts learned for a source task can
help improve performance on a different target
task for which it may not be possible to learn a
powerful soft prompt. We simulate this setting by
conducting cross-task evaluations13 across our five
tasks, measuring whether soft prompts learned by
PT can transfer to other tasks when paired with
an in-context demonstration from the target task.
Figure 4 shows that embeddings learned via PT
alone are generally not transferable to new tasks, as
evidenced by the low off-diagonal numbers in the
left heatmap (bolded values represent better per-
formance than ICL). However, pairing the prompt
embeddings learned on a source task with a target
task in-context demonstration often performs better
than just the latter (right heatmap). For instance,
while vanilla ICL on ToTTo achieves 35.1 BLEU,
pairing the in-context demonstration with a soft
prompt learned on DART boosts performance to
41.7. These results show that although the learned
prompt embeddings are task-specific, they encode
information applicable to other tasks and help take
better advantage of in-context demonstrations.

5 Conclusion

In this paper, we empirically analyze the effect of
in-context demonstrations on prompt tuning for five
language generation tasks. Our experiments reveal
that while instruction prompt tuning and prompt
tuning perform competitively with each other, IPT
is more stable, yielding lower variance when vary-
ing hyperparameters. IPT also significantly im-

13We present another analysis on the input format transfer-
ability in Appendix C.

proves over PT when the in-context demonstration
closely resembles the test input, which is frequently
the case in the ToTTo dataset. Finally, soft prompts
learned for a source task can exhibit positive trans-
fer to new target tasks when paired with in-context
demonstrations.

Limitation

While we have examined the interplay of prompt
tuning and in-context learning on more general
datasets than previous work, our experiments were
limited to only 1B parameter language models. Fu-
ture research on larger models is necessary to see if
our findings scale with parameter count. Although
we haven shown instruction prompt tuning is more
stable than prompt tuning, its training is also slower
than vanilla prompt tuning.
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A Model Hyperparameters
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ing, we set batch size 8 and grid search learning
rate over {5e−5, 5e−4, 1e−3} and weight decay
over {0.0, 0.01, 0.1}. The adopted hyperparame-
ters for each task and each approach is presented
in Table 5.

The input format of IPT for each task is pre-
sented in Table 4.

B Retrieve in-context demonstration for
DART

As DART contains examples sharing the same in-
put, i.e., the same input corresponds to different
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Task Input format

ToTTo Table:[linearized table]Sentence:[output]\n\nTable:[linearized table]Sentence:
DART Table:[linearized table]Text:[output]\n\nTable:[linearized table]Text:
Spider Input:[table schema]\t[input string]Output:[SQL]\n\nInput:[table schema]\t[input string]Output:
MTOP Input:[API calls]\t[input string]Output:[output]\n\nInput:[API calls]\t[input string]Output:
Logic2Text Input:[table schema]\t[input string]Output:[output]\n\nInput:[table schema]\t[input string]Output:

Table 4: The input format of each task for instruction prompt tuning and in-context learning. Soft prompts for IPT
is ommited in the table.

PT IPT
Task lr decay lr decay

BLOOM

ToTTo 5e-5 0.0 5e-5 0.01
Dart 5e-5 0.0 5e-5 0.0

Spider 5e-5 0.1 5e-5 0.1
MTOP 5e-4 0.0 5e-4 0.01

Logic2Text 5e-4 0.01 5e-4 0.0

OPT

ToTTo 5e-5 0.0 5e-5 0.0
Dart 5e-5 0.0 5e-5 0.0

Spider 5e-4 0.0 5e-4 0.0
MTOP 5e-4 0.01 5e-5 0.0

Logic2Text 5e-4 0.0 5e-4 0.0

GPT2

ToTTo 5e-5 0.0 5e-5 0.0
Dart 5e-5 0.0 5e-5 0.0

Spider 5e-5 0.0 5e-5 0.0
MTOP 5e-4 0.01 5e-4 0.01

Logic2Text 5e-4 0.0 5e-4 0.0

Table 5: Hyperparameters of PT and IPT for each task.

PT IPT w/o ICL PT w/ ICL IPT

ToTTo 36.0 16.7 38.9 47.1
DART 40.6 4.4 35.9 41.3
Spider 35.6 24.9 18.3 33.6
MTOP 12.9 0.0 31.9 60.5
Logic2Text 85.8 72.9 79.1 85.8

Table 6: Instruction prompt tuning performs worse when
the in-context demonstration is removed (second col-
umn), whereas regular PT embeddings adapt better to
input with in-context demonstration (third column). Per-
formance better than retrieved one-shot ICL is under-
lined.

semantically-similar examples from the rest as in-
context demonstration.

C Cross Input Transferability

We explore how well the embeddings learned via
PT and IPT can adapt to the input setting of each
other. Table 6 shows that the performance of IPT
drops significantly when the in-context demonstra-
tions are removed, indicating the critical role of
these demonstrations in IPT. Appending regular PT
embeddings with in-context demonstration leads
to on average smaller degradation in performance,

and outperforms one-shot ICL consistently across
all tasks. On two datasets (ToTTo and MTOP),
having in-context demonstrations exceeds the per-
formance of regular prompt tuning, suggesting
that retrieved demonstrations can provide neces-
sary signals that are not well-encoded into the soft
prompts.


