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Abstract

Fast and efficient image compression can be achieved with the progressive wavelet coder (PWC)
introduced in this paper. Unlike many previous wavelet coders, PWC does not rely on zerotrees
or other ordering schemes based on parent-child wavelet relationships. PWC has a very simple
structure, based on two key concepts: (1) data-independent reordering and blocking, and (2) low-
complexity independent encoding of each block via adaptive Rice coding of bit planes. In that
way, PWC allows for progressive image encoding that is scalable both in resolution and bit rate,
with a fully embedded bitstream. PWC achieves a rate vs. distortion performance that is compa-
rable to that of the state-of-the-art SPIHT (set partitioning in hierarchical trees) coder, but with a
better performance/complexity ratio.

1. Introduction

In most applications, image (picture) data is usually transmitted in compressed form. For exam-
ple, Web pages and digital cameras use compressed image formats, with JPEG (Joint Photo-
graphic Experts Group [1]) being the most popular when the image does not need to be recon-
structed exactly (lossy compression). In many cases, such as in broadcast transmission with re-
ceivers connected via channels with different bandwidths, it is desirable that the transmission be
progressive. With progressive transmission, the transmitter can send a subset of the original bit-
stream for a group of receivers; each subset can be chosen in order to achieve a desired level of
resolution and fidelity. In layered transmission systems, the bitstream is decomposed in a small
number of subsets (layers), in order of resolution and/or fidelity. Each receiver subscribes to as
many layers as its connection bandwidth will allow.

A particularly useful form of progressive image coding is the one in which the bitstream is
embedded, that is, representations of the image at any rate up to the encoding rate can be ob-
tained simply by keeping the bitstream prefix corresponding to a desired rate. Embedded encod-
ing can be achieved simply by applying the well-known bit-plane encoding technique [2] to the
scalar-quantized wavelet coefficients. The most significant bit planes will naturally contain many
zeros, and therefore can be compressed without loss via entropy coders such as run-length cod-
ers. Although such straightforward bit-plane encoding is not much effective when applied to the
original image samples [3], it can lead to reasonable performance (sometimes even better than
JPEG) when applied to quantized wavelet coefficients.

Bit-plane encoding is more efficient if we reorder the wavelet coefficient data in such a way
that coefficients with small absolute values tend to get clustered together. That will translate into
longer runs of zeros in the bit planes, which can be encoded at lower bit rates. An efficient algo-
rithm for achieving such clustering is the embedded zerotree wavelet (EZW) coder [4], which is
based in a straightforward concept. If a wavelet coefficient at a particular scale (resolution level)
and spatial location – a parent coefficient – has magnitude below a certain threshold, then it is
likely that coefficients at subsequent scales (higher resolution levels) and at the same spatial lo-
cations – the offspring – also have magnitudes below that threshold. In that way, the bits in each
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bit plane are mapped to symbols that reflect this parent-child relationship. For example, the zero
bits of offspring of a zero parent do not need to be transmitted.

A similar technique to EZW, but using a different encoding of the parent-offspring relation-
ship, is used in the set partitioning in hierarchical trees (SPIHT) coder [5]. The SPIHT coder is
very efficient in clustering zero-valued coefficients at any particular bit plane; it attains very good
compression results even without entropy encoding of the bit-plane symbols. With the addition
of arithmetic encoding [6] of the bit-plane symbols, SPIHT is one of the most efficient image
compression algorithms reported to date.

An alternative approach for embedded bit-plane coding of wavelet coefficients was presented
in [7]. Instead of using zerotrees or hierarchical trees to map the bit planes into new symbols, the
algorithm in [7] uses a spatio-temporal neighborhood relationship to group the bit planes in four
subsequences. Each subsequence is then encoded with an elementary Golomb (EG) coder, which
is an effective run-length encoder [8]. The algorithm in [7] performs quite closely to SPIHT with
arithmetic coding, but has a lower complexity and can encode all bit lanes through a single pass
through the wavelet coefficients. Another approach for bit-plane encoding of ordered wavelet
coefficients is presented in [9].

In this paper we introduce the PWC coder, an approach for embedded coding that is also
based on reordering of the bit planes, but which is even simpler than the algorithm in [7]. The
main differences are twofold: (1) no parent-child relationship of significant wavelet coefficients
is used, with reordering based solely on a data-independent scale-space coefficient scan, and (2)
explicit blocking of the ordered coefficients, allowing for very simple resolution scalability and
resolution-based packetization and layering.

The PWC coder is described in Section 2, and its performance is compared to that of SPIHT
in Section 3. General conclusions are presented in Section 4.

2. PWC Coding

As we mentioned above, the PWC coder is based on adaptive run-length encoding of the bit
planes of quantized wavelet transform coefficients. The following steps define the encoding algo-
rithm:

1. Given an image array x(m, n),  m = 0, 1, …, M – 1,  n = 0, 1, …, N – 1, compute its wave-
let transform coefficients X(r, s),  r = 0, 1, …, M – 1,  s = 0, 1, …, N – 1.

2. Each coefficient  X(r, s) is quantized according to

q r s X r s X r s T( , ) sgn( ( , )) ( , )= (1)

where sgn(⋅) is the usual signum function and T is a quantization threshold. This step maps
the continuous wavelet coefficients X(r, s) into a sequence of integers q(r, s). This is the
only step that introduces information loss.

3. The quantized coefficients are reordered and grouped into blocks according to

u l q r l M s l Mk k B k B( ) mod( , ),= + +2 7 (2)
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for l = 0, 1, …, L – 1 and  k = 0, 1, …, K – 1, where L M NB B=  is the block size,

K MN L=  is the total number of blocks, and MB and NB are defined by M MB
J= 2 and

N NB
J= 2 . The parameter J controls the size of the rectangular blocks of quantized co-

efficients that are grouped in u lk ( ) , i.e. the block size.

For each k, the top left corner indices (rk, sk) are defined according to the scan order de-
scribed in Section 2.1.

4. The blocks are grouped into macroblocks Ui of fixed size LKB, in the form U u li k= ( ); @ ,

with k i K i K i K KB B B B= + + −, , ,1 1! . For each macroblock, its bit planes are succes-
sively quantized according to the adaptive Run-length/Rice (RLR) coder described in Sec-
tion 2.2. We append to the output bitstream the binary encoding of the number of bits used
by the RLR code for Ui followed by the actual RLR output bits.

We can use the following steps to decode the PWC bitstream:

1. Decode the RLR-coded bits in macroblocks Ui, for i = 0, 1, …, Imax –1. If Imax < K, we
will recover a lower resolution version of the wavelet coefficients. Note that within each
macroblock we can decode just the first few bit planes, given the desired reconstruction
accuracy. We set to zero all bits in the bit planes of q(r, s) that we choose not to decode.
We see that resolution scalability is achieved by choosing Imax < K, whereas fidelity scal-
ability is achieved by decoding only a subset of the bit planes for each macroblock.

2. After recovering the q(r, s), the wavelet coefficients are reconstructed by
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We note that the quantization rule in (2) combined with the reconstruction rule in (3)
comprise a uniform quantizer with a dead zone around the origin, which is close to being
optimal for minimal-entropy scalar quantization of random variables with Laplacian
(double-sided exponential) probability distributions [10].

2.1. Reordering of Quantized Wavelet Coefficients

To reorder the wavelet coefficients, as described in Step 3 of the PWC encoder, we must define
the sequence of top left corner indices (rk, sk). We use the scanning order depicted in Figure 1,

where M MB
J= 2 and N NB

J= 2 control the size of each block. The parameter J should be
chosen such that block zero contains precisely all wavelet coefficients at the coarsest resolution,
e.g. all scaling function coefficients. Therefore, J must equal to the number of resolution levels
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(the tree depth) used in the wavelet transform. It is easy to infer from Figure 1 the sequence of all
top left corner indices (rk, sk).

It is clear from Figure 1 that in order to decode a complete set of coefficients at any desired level
resolution, we need to use all blocks from index 0 up to Kmax –1, where Kmax  is a power of four.
Therefore, in choosing Imax –1 in Step 1 of the PWC decoder, we should preferable choose Imax –
1 such that Kmax  is a power of four.

The reason for the alternate scanning of the low-high (LH) and high-low (HL) wavelet coeffi-
cients within the same resolution level is simple. Assuming the original image has a particular
feature (or no feature) at some spatial location, it is likely that clusters of both the LH and HL
subbands, corresponding to that location, will have large (or small) values. Therefore, by ensur-
ing that pairs of blocks from the LH and HL subbands corresponding to the same spatial location
appear contiguously in a macroblock, we’re more likely to create clusters of large and small val-
ues. That increases the probability of long runs of zeros in the bit planes of the quantized coeffi-
cients.

Since our clustering technique is data independent, it is likely to be slightly less efficient than
the hierarchical trees in SPIHT [5]. The gap in performance is small, though, as shown in Sec-
tion 3.

2.2. Adaptive Bit-Plane Encoding of Coefficient Blocks

In the last step of PWC encoding, each coefficient macroblock should be encoded via bit-plane
encoding, in order to produce an embedded bitstream. The number of bit planes is determined by
the maximum absolute value of the quantized coefficients within the macroblock.

Suppose we start encoding at bit plane v = 0, the most significant bit plane, and proceed with
increasing v, towards the least significant bit The algorithm for encoding of each plane is defined
by the following steps:

1. Start with a macroblock of coefficients Ui and define the significance flag vector z such
that  zi = 0 for all i. Set v = 0.

2. Compute bi  = v-th bit of |Ui|.

3. Break the set {bi} into two sets: BS = {bi | zi = 0} and BR = {bi | zi = 1}. The set BS corre-
sponds to coefficients whose magnitude have the first significant bit at bit plane v. The set
BR corresponds to refinement bits for coefficients whose most significant bit have already
been encoded.

4. Encode the sequence of bits in BS by a RLR (run-length/Rice) coder described below, and
append the RLR output to the bitstream.

5. Append the sequence of bits in BR to the bitstream.

6. Set zi = 1 for all i such that bi ∈ BS and bi  = 1.

7. If the last bit plane has been coded, stop. Otherwise, increase v and return to Step 2.
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Note that in Step 5 no entropy encoding of the refinement bits is performed. Since the probability
of zeros in BR is very close to 0.5, there is little to gain in entropy encoding. In Step 4, the se-
quence of bits in BS has long runs of zeros, specially in the initial bit planes (small v). They can
be encoded with any efficient encoder for asymmetric binary sources. In PWC we use the run-
length/Rice (RLR) encoder [7], [8] defined in Table 1. The RLR coder with parameter k is also

known as the elementary Golomb code of order 2k  [7].
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Figure 1. Scanning order for defining blocks of wavelet coefficients in PWC. The first block (# 0)
contains all coefficients of level 0 of the wavelet tree (coarsest resolution). Blocks 0 to 3 comprise
all coefficients of level 1, blocks 0 to 15 comprise all coefficients of level 2, and so forth. Note the
alternation of blocks from low-high and high-low subbands at each level.
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Codeword Input bit sequence

0 Run of 2k zeros

1 c 0 Run of c k< 2 zeros followed by a 1, sign Ui =  ‘+’
(c is a k-bit number)

1 c 1 Run of c k< 2 zeros followed by a 1, sign Ui =  ‘–’

Table 1. Run-length/Rice (RLR) coder for binary sources with parameter k.

The optimal value of the parameter k depends on the probability that Ui  = 0. The higher that
probability, the larger we should set k. Before encoding the sequence of Ui ’s in Step 4 above,
however, we do not know p0  = Prob{Ui  = 0}. We could estimate that probability by counting the
number of zeros, and adding a few bits of overhead to specify that count. However, due to the
intrinsically nonstationary nature of image data, p0 is likely to change within a macroblock, as we
scan through some image feature or flat area. Therefore, in PWC we adapt the parameter k in a
backward fashion (i.e., without overhead), increasing it every time we emit a codeword = ‘0’, and
decreasing it every time we emit a codeword starting with a ‘1’.

We should note that in practice the RLR coder is very close to being an optimal variable-to-
variable length coder, since it is the Huffman coder for the Tunstall alphabet extension of the in-
put source [7], [11]. Adaptive arithmetic coding (AC) can be used instead of the adaptive RLR
coder described above, but in our tests there was no significant improvement in bit rate by using
AC. Therefore, the RLR coder is a better choice, because of its lower complexity.

3. Performance of the PWC Codec

We tested the PWC coder against the SPIHT coder [5], using the same wavelet decomposition
(the biorthogonal 9/7 filter set), for the grayscale versions of the 512 × 768 images in the Kodak
test set [12]. To follow tradition, we have also encoded the grayscale version of the popular 512
× 512 image “Lena” [13]. Table 2 shows the resulting bit rate for a reconstruction peak signal-to-
noise ratio PSNR of 40.0 dB [the PSNR is defined as 20 log 10(255/rms_error)], which leads to
almost unnoticeable levels of degradation, for all images. In Table 2 SPIHT-B refers to the binary
encoded version, and SPIHT-A refers to SPIHT with arithmetic coding. We have also included
the rates corresponding to the popular JPEG algorithm (for which we used a flat quantization ta-
ble, for maximum PSNR performance).

From the results in Table 2 we see that the performance of the PWC codec is about the same
that of the SPIHT-B codec, which is about 7% worse than that of SPIHT-A (with arithmetic
coding) codec, on average. In comparison, the JPEG bit rates are 19% higher than those of the
SPIHT-A codec, or 11% higher than those of the PWC codec. In many applications this 7% loss
in performance penalty would be a small price to pay, considering the lower computational com-
plexity of PWC compared to SPIHT-A.
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Image JPEG SPIHT - B SPIHT - A PWC

Lena 1.35 1.00 0.93 0.98
1 2.64 2.60 2.43 2.58
2 1.27 1.10 0.99 1.07
3 0.75 0.62 0.57 0.63
4 1.30 1.09 1.01 1.06
5 2.50 2.34 2.20 2.36
6 1.92 1.77 1.66 1.76
7 0.94 0.80 0.72 0.80
8 2.80 2.63 2.45 2.62
9 0.90 0.74 0.68 0.77
10 1.06 0.87 0.80 0.89
11 1.75 1.58 1.47 1.57
12 1.03 0.87 0.79 0.87
13 3.32 3.23 3.04 3.19
14 2.26 2.07 1.92 2.02
15 1.10 0.94 0.86 0.94
16 1.35 1.17 1.09 1.16
17 1.25 1.03 0.95 1.04
18 2.26 2.07 1.93 2.04
19 1.64 1.47 1.37 1.44
20 0.93 0.78 0.71 0.79
21 1.63 1.47 1.37 1.46
22 1.69 1.54 1.44 1.51
23 0.56 0.38 0.35 0.39
24 2.02 1.89 1.77 1.89

Average 1.62 1.46 1.36 1.45

Table 2. Bit rates in bits/sample for image encoding algorithms. SPIHT-A uses
arithmetic coding, and SPIHT-B uses binary encoding. PWC is the proposed
progressive wavelet coder.

We have also compared PWC to SPIHT for many other levels of reconstruction fidelity, with
PSNRs varying from 30 dB (usually unacceptably low quality) to 50 dB (visually perfect recon-
struction). For all images and all rates, the performance of PWC followed very closely that of
SPIHT-B. For high PSNRs, PWC had 2-4% lower bit rates, whereas for low PSNRs PWC had 0-
5% higher bit rates. For example, for the image “Lena,” a PSNR of 50 dB is achieved with rates
of 3.21 and 3.12 bits/sample for SPIHT-B and PWC, respectively, and for 33 dB the rates are
0.21 and 0.22 bits/sample, respectively.
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4. Conclusion

We have introduced a progressive wavelet coder (PWC), which achieves a distortion vs. rate per-
formance in image coding comparable to the state-of-the art SPIHT codec. The main advantage
of the PWC codec is it simplicity, since it uses neither data-dependent wavelet coefficient order-
ing structures such as zerotrees or other spatio-temporal significance relationships, nor complex
entropy encoding such as arithmetic coding. Also, PWC can encode the data in separate bit-
plane-encoded macroblocks, allowing for easy packetization and an embedded bitstream that is
scalable both in resolution and in fidelity.
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